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Abstract: Learning programming is hard for novice students. Complicated syntax and semantic of programming 
languages and lack of previous knowledge are the contributing factors behind the hardness of programming. Natural 
programming language allows to program in a natural language and thereby ease the programming. In this paper, it is 
ascertained whether natural programming language is fruitful in learning the elementary programming concepts and 
supportive in preparing students for introductory programming courses. The discussion included in this paper can be 
used to design supportive programming languages and formulating effective courses and learning material to ameliorate 
performance of students’ in learning of introductory programming environments.  
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1. INTRODUCTION 

The need of computing experts in organizations has 
led to increase the attention of computer science 
education [1]. The computer science is a large domain 
and includes a variety of disciplines and programming 
is one of them. Programming is a central part of a 
computer science and one of the most demanding 
areas of computer science [2]. It is estimated that 
employment of programmers is expected to grow 8 
percent from 2012 to 2022 [3]; however, the academic 
institutes are not producing the enough graduates in 
computer science. Even the American colleges are not 
producing adequate graduate to satisfy the need up to 
2020 [4].  

Programming within computer science is 
indispensable, and grasp of this skill is essential for 
novice students to progress. To be victorious in 
programming the students have to establish consistent 
mental of the computer executing their program [5].  

The majority of novice students faced difficulties in 
understanding programming as they are coerced to 
concentrate on concepts as well as on the syntax of 
programming languages while many of them have no 
prior knowledge of programming. Similarly, the majority 
of programming constructs and concepts are 
intrinsically difficult for beginners. 

In [6, 7], it is described that recursion is one of a 
hard concept for learners. Similarly, in [8], sequence,  
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assignment, iteration and recursion are described as 
complex concepts for beginners. 

In a comprehensive study [9], it is reported that 
students experienced problems in determining the valid 
selection structure for the given problems. Problems 
are also encountered in evaluating the output 
statements in the control selection structure and 
evaluating the conditions for selection structures.  

Lahtinen et al. in [10], categorized the pointers and 
references, recursion and abstract data types are 
categorized as the difficult programming concepts for 
beginners. Similarly, Dale [11] mentioned the arrays, 
recursion, pointers and control structures as the difficult 
topics for novice students. Based on these 
suppositions multiple courses on programming 
languages are usually offered to students. The 
selection of programming language for introductory 
courses is an important indicator of the concepts 
focused during course instruction [12]. 

For the mitigation of the inherent complexities of 
programming an astounding care is taken in the 
planning of first programming courses. The first 
programming course has an everlasting effect on the 
student attitude toward programming and accordingly 
the first programming language has a strong influence 
on the programmer’s program development capabilities 
as profound as the impact of our native language on 
our thought [13].  

The first programming courses are usually 
fundamental courses, but students commonly face 
problems even on these fundamental courses [14], and 
at the end of introductory courses, a large number of 
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students do not know how to program [15], and this 
causes high failure and dropouts in introductory 
programming courses [16, 17].  

Several solutions like visual languages & 
microworlds, program visualization & animation tools, 
flowchart based programming environments and 
games have been introduced to increase the 
performance of students in introductory programming 
courses. 

Several studies [18, 19, 20] reveal that the students 
with no prior experience of programming face 
difficulties in completing their education, whereas the 
prior experience of programming positively affect the 
performance, especially in the first programming 
course [21]. For this convincing reason, a small 
programming course usually called CS0 (pre-
programming) is intervened before the first 
programming course. The CS0 course, virtually aims to 
provide the basic knowledge of programming to 
students and develop rational thinking before diving in 
a first programming course. Several notable CS0 
courses have already been introduced [22, 23, 24, 25].  

Natural language programming is a class of 
programming which allows to program in natural 
language. The use of natural languages increased the 
programming aptitude and logic of programmers, since 
there is no need to shape the program ideas according 
to the structure of programming languages. Similarly, 
the error handling and debugging of programs written 
in natural language is comparatively simpler than the 
other programming languages. Natural language 
programming has proved very effective in different 
areas including databases, robot programming and 
question answering systems. 

In this paper, we discuss whether the induction of 
natural language programming, as a precursor of 
introductory programming course is helpful in learning 
the programming essentials and fruitful in 
comprehending first programming language.  

The rest of this paper is organized as follows. The 
second section describes the natural programming 
languages and third section describes the major natural 
programming languages. Section four describes the 
methodology. Discussion and conclusion are included 
in section five and six respectively.  

2. NATURAL LANGUAGE PROGRAMMING  

Language is a system for communication. A 
language that we learn from our environment and use 

to communicate with others is called a natural 
language [26]. Natural languages are fundamentally 
the most logical way of communication. Analysis and 
effective use of natural language in different areas of 
computer science is of a valuable research area of 
computer science and computational linguistics.  

It is generally argued that it is better to program in 
natural language rather than in classical programming 
languages like Java [27]. Programming in natural 
language is an oldest dream of human, albeit many 
researchers like Dijkstra [28] recognized this as a 
foolish idea. However, there are many strong 
proponents of natural language programming. Natural 
language programming is a type of programming that 
allows the development of computer programs by 
means of natural language [29]. The substantial 
development in the area of parsing, computational 
linguistics and natural language processing makes it 
realizable to develop computer programs in natural 
language. 

In ideal programming, the programmers must spend 
sufficient amount of time in thinking and rationalizing 
the definite ideas of a program. But in reality, most of 
the time spends on trimming their thoughts and logic 
according to the structure of particular programming 
languages, and this ultimately affects the creativity of 
programmers. In this situation, natural language 
programming helps the programmers to think, 
rationalize and code in their own languages. Likewise, 
the time and efforts require to develop programs is 
dramatically reduced. Similarly, the error handling and 
debugging of natural language programs are 
comparatively simpler than the programs in other 
programming languages. 

Several notable studies have been conducted to 
evaluate the effectiveness of natural language 
programming. Vadas and Curran [27] defined a system 
that converts English language instructions into Python 
programming language code and found it very useful. 
Cambranes [30] introduced the idea of using visual 
programming for development of program and 
generation of side by side description in natural 
language. The system is provided with a series of 
input/output examples by crowdsourcing and passed to 
Programming by Example system. Bruckman and 
Edwards [31] studied the significance of natural 
language type syntax in programming languages. More 
than 35,000 commands on MOOSE crossing were 
recorded in the online interaction of 16 students and 
the encountered errors were identified and categorized. 
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The study reported that for various applications, the 
use of natural language is a dynamic approach to 
developing the end user programming languages. 

3. MAJOR NATURAL PROGRAMMING 
LANGUAGES 

Natural language programming is useful to ease the 
programming as no extra effort is required in its 
learning and consequently novice students can 
concentrate on concepts rather than confronting with 
unusual and complicated syntax. Since 1960’s several 
notable natural programming languages have been 
developed.  

Pegasus is a multilingual natural language 
programming developed at Darmstadt University of 
Technology [29]. It can read and recognize the natural 
language and generates the executable programs. 
Pegasus is able to work on multiple languages, 
including English and German. The use of natural 
language makes the programming in Pegasus very 
simple and understandable. The structure of Pegasus 
is defined in the form of brain and it has three 
components: the mind, the long-term memory and the 
short-term memory. Consider the Pegasus acceptable 
text. 

 
Figure 1: Pegasus program for matrix [29]. 

The text illustrated in Figure 1 is highly explicable 
and easy to recognize. In Pegasus, the program is a 
collection of statements each of them is ended with a 
colon or full stop.  

NLC (Natural language computation) is another 
useful system based on natural language [32] and used 
for matrix operations. It allows the users to define 
commands in English and observe their execution on 
panel. NLC provides a feedback to the user about the 
validity of the program during the computation. NLC 
system comprised of a scanner, syntax analyzer, 
semantic processor and matrix computer.  

Consider a simple program in NLC: 

 
Figure 2: NLC Program [33]. 

The problem domain for NLC is the world of 
matrices shown in Figure 2, so all the references are 
associated with entries, rows and entry columns and 
therefore no reference are added to the problem 
notions, such as employees or salary. 

Liu and Lieberman [34] introduced the idea of 
natural language specification as the definition for 
programs and introduced a system called Metafor 
which visualized user’s typed stories as a code. 
Metafor automatically generates the scaffolding code 
as the story typed by the user. The scaffolding code is 
not directly executable, but can be useful for designer. 
Parser, Programmatic Interpreter, MetaforLingua, Code 
Renderer, Introspection, Dialog and User Interface are 
the main components of Metafor.  

Consider the Figure 3 for the Metafor program and 
its visualization: 

 
Figure 3: Screenshot of Metafor [34]. 

The parser of Metafor is based on huge knowledge 
base of common sense knowledge, but cannot 
recognize every grammatically correct construction.  

Price et al. in [35], introduced a natural language 
interface called NaturalJava for developing Java 
programs. The restricted natural language is used in 
the languages, but the pattern of statements and 
organization of programs is still very imperative. 
Sundance, PRISM and TreeFace are the main 
components of NaturalJava. 

Consider the Figure 4 for a tiny program of 
NaturalJava: 
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Figure 4: Program in NaturalJava [35]. 

NaturalJava supports a huge but restricted subset 
of Java features. It does not allow nested classes and 
similarly does not permit array declaration.  

sEnglish [36] is a tool used for developing MATLAB 
programs in natural language. It can generate Latex 
and HTML document of sEnglish program written in 
natural language. It is appropriate for the programming 
of handheld devices, robots and other complex 
systems.  

As an illustration, consider the sEnglish sentences 
in Figure 5 for the database handling: 

 
Figure 5: sEnglish sentences [36]. 

sEnglish is available for multiple platforms and 
available in combination with Octave and Python.  

SNAP (A Stylized NAtural Procedural language) is a 
natural procedural language developed for 
nonscientists [37]. The SNAP procedure consists of 
English sentences like statements. It allows very plain 
and straightforward statements for the programming. 

Consider a small segment of SNAP program in 
Figure 6. 

 
Figure 6: SNAP Program [38]. 

The statements’ in SNAP are in simple English yet 
too imperative. The statements generally begin with an 
imperative verb.  

There are many programming languages like 
Learners Programming Language [39, 40], HyperTalk, 
Resume, AppleScript, xTalk and Lingo that use natural 
language in their syntax, but the semantics are towards 
synthesized programming and therefore do not 
categorize as natural language programming, but as 
natural language complemented programming [41].  

4. METHODOLOGY & RESULTS 

Learning to program is recognized to be hard and 
challenging task for a significant number of beginners. 
The main difficulty in learning programming is to obtain 
a different collection of skills at the same time. 
Beginners have to learn both the complicated syntax 
and unusual semantics of a programming language 
while growing problem-solving abilities.  

Natural programming language allows writing 
program with simple and understandable statements of 
natural language and thereby relaxing the user from 
complicated syntax and unusual semantics of 
programming languages. The effectiveness of natural 
language programming to ease the programming is an 
open secret; but, its appropriateness in introductory 
programming environments by helping novice students 
to learn elementary programming and comprehend 
contemporary programming languages are still a less 
studied area and therefore addressed in this paper.  

The Pegasus programs comprised of natural 
language statements which can be grouped into 
sections through indentation. This feature is visibly 
simple, but unavailable in contemporary programming 
languages like C, C++, Java and C#. In classical 
languages, the group of statements is explicitly marked 
with special delimiters which identify the boundary of 
code sections. This information is essential for novice 
students, but indentation for grouping the section would 
be confusing for beginners especially when 
transitioning to the actual programming language. 

The style of programming in Pegasus seems simple 
but its pattern is far different from contemporary 
programming languages. Implicit referencing and 
context dependency are extensively followed in 
Pegasus programs and pronouns like “it” or “that” are 
frequently used in Pegasus but not available in 
conventional programming languages. As an example, 
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consider the following segment of code for 
socioeconomic simulation. 

“A society consists of many citizens. The 
citizens have an income and pay taxes to 
the state. If a citizen has no job, he is 
unemployed. Two citizens of different 
gender can marry” 

Implicit referencing and context dependency 
reduced the size of the program, but these features are 
not available in classical programming languages. In 
Pegasus, there is no explicit mechanism for the 
declaration of typed variables; the notion of selection is 
absolutely different from the methods available in 
imperative programming languages. The expressions 
for the compression like “for all” or “vice versa” are 
permissible in Pegasus; however, unavailable in clas-
sical programming languages and no explicit method of 
Pegasus is directly traceable to the comprehension of 
iteration structures in imperative programming.  

NLC is based on natural language and its problem 
domain is the world of matrices, so all the references 
are associated with entries, rows and entry columns, 
therefore no reference is added to the problem notions. 
The selection and iteration in NLC are purely defined in 
natural style and their structure is entirely different from 
traditional programming languages and consequently 
not obliging in understanding the conditional and 
iteration structures of programming languages. 
Broadly, no concepts of abstract data type, recursion, 
pointers and procedure are available in NLC. 

Like Pegasus the pronoun like “that” and the 
expression like “for all” are allowed in NLC. The NLC 
programs are extensively based on the implicit 
referencing, context dependency and compression. As 
an example, consider the following statements: 

“Subtract 4 from THAT entry. 
Double THOSE rows. 
Multiply the last row by ITSELF. 
Add the odd entries to THEMSELVES. 
Square the NEXT entry. 
Triple the OTHER numbers in row 5.” 

The majority of elementary programming concepts 
like variable, data type, function, selection and 
repetition structure are directly not available in NLC.  

Metafor is another important programming system 
based on natural language. The central theme of 

Metafor is very unique and helpful in mitigating the 
complexity of programming. However, the essential 
features of introductory programming like variable, 
repetition structure, pointers, selection structure, 
recursions and functions are directly not supported in 
Metafor. The side-by-side code generated Metafor has 
been supportive in comprehending programming 
languages, yet some perquisite is required to 
comprehend the code. Like other natural language 
programming the Metafor support implicit referencing, 
context dependency and syntax compression. These 
traits significantly reduced the size of programs, but 
provide no support in learning programming 
fundamentals.  

NaturalJava is an interface based on restricted 
natural language. In NaturalJava, the elementary 
concepts of introductory imperative programming like 
variables, data types, methods, selection and repetition 
structures are explicitly allowed in the restricted natural 
language and the statements are highly motivated from 
high-level languages. Some unusual statements which 
are uncommon in other contemporary programming 
languages are also allowed in NaturalJava like “I would 
like” and “please return”. The pronoun like “it” is 
allowed in NaturalJava. Working with NaturalJava may 
help the beginners to understand the imperative 
concepts of programming like variables, data types, 
selection and repetition; however, it is typically 
designed to develop Java programs so based on 
methods, attributes and classes.  

sEnglish is one of an important development in the 
area of natural language programming. It is particularly 
developed for engineers and scientists so it’s no 
primitive features typically address any concept of 
introductory programming. The subset of English used 
in sEnglish is quite simple, but the overall structure of 
statements is still unusual and only technical users with 
some knowledge of MATLAB can program in sEnglish. 
More importantly the users who are proficient in 
sEnglish gain no obvious knowledge of introductory 
programming. 

The definition of variable in sEnglish is descriptive, 
but complex in that multiple properties of a variable is 
defined in a single statement which is different from 
traditional programming languages. The natural 
language representation of assignments, calling of 
functions and passing of parameters to functions in 
sEgnlish is still technically and cannot be helpful in 
visualizing the equivalent concepts of programming 
languages. Similarly, the implementation of selection 
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and repetition structures are far different from classical 
programming languages.  

SNAP is a natural language based system and 
essentially designed for teaching, but its string handling 
techniques are more appropriate for text processing 
systems. The statements in SNAP generally begin with 
an imperative verb like READ, PRINT, APPEND and 
DELETE, and many of them are very similar to their 
equivalents in high-level languages. For instance, the 
print statement consists of a verb PRINT, a quotation 
and a period. The input statement consists of verb 
READ, name and a period.  

Declaration of the procedure is allowed in SNAP 
and very much similar to the procedures of high-level 
languages. A mechanism for transforming the control is 
available in SNAP and the EXECUTE statement is 
available for transferring control from the loader to the 
processor. Conditional statements in SNAP starts with 
IF and includes the conditions with the possible 
actions.  

Unlike conventional programming the condensing of 
statements is allowed in SNAP: 

{INCREASE, DECREASE} e BY f. 

The repetition is allowed in SNAP and CONTINUE 
WITH is used for going forward and REPEAT FROM 
for going back. Control is return to monitor with 
TERMINATE statement. The arithmetic operations are 

originally allowed in linguistic form, but the general 
arithmetic instructions have been introduced.  

Most of the SNAP list operations are not very useful 
in learning introductory programming. The statements 
of SNAP are in computable style yet too verbose and 
would not be a very cogent tool for introductory 
programming environments; however, it would be 
supportive in the basic course of data processing. 

All the major natural programming languages are 
based on the same philosophy, so their main features 
are summarized in Table 1.  

The natural programming languages support 
familiar lexicons with simple syntax and semantics. 
However, the primitive data types which are available 
in contemporary programming languages are mainly 
not available in natural programming languages. 
Similarly, the concept of variable declaration and 
delimitation are also missing in natural programming 
languages.  

The imperative style of selection and iteration 
structures are directly not supported in natural 
programming languages, and similarly the generation 
of high-level programming code is only available in few 
natural programming languages. In any natural 
programming language, there is no predefined support 
which helps the users while transitioning to the 
traditional programming languages. Implicit 

Table 1: Main Features of Natural Language Programming 

Natural Programming Languages 
Features 

Pegasus NLC Metafor NaturalJava sEnglish SNAP 

Use of common lexicons Yes Yes Yes Yes Yes Yes 

Simple syntax Yes Yes Yes Yes Yes Yes 

Plain semantics Yes Yes Yes Yes Yes Yes 

Direct support of major data types Limited No Limited Yes Limited Limited 

Explicit declaration of typed variables No No No Yes No No 

Explicit construct/marks for delimiters  No No No No No No 

Support of elementary programming features Limited Limited Limited Limited Limited Limited 

Direction support of programming selection structure Limited Limited Limited Yes Limited Limited 

Direction support of programming iteration structure Limited Limited Limited Yes Limited Limited 

Generation of high level programming code Limited No Limited Yes Limited No 

Support in transition to other programming languages No No No No No No 

Implicit referencing  Yes Yes Yes Yes Yes Yes 

Context dependency Yes Yes Yes Yes Yes Yes 

Compression Yes Yes Yes Yes Yes Yes 
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referencing, context dependency and compression are 
the real traits of natural language programming and 
make their program concise.  

The prominence of any programming language can 
be evaluated with its popularity and natural 
programming languages are no exception. The TIOBE 
programming community index is of an important and 
widely used measure of the popularity of programming 
languages. The TIOBE index is updated once a month. 
The statistics of popular languages for October 2017 
are illustrated in Figure 7 [42].  

 
Figure 7: TIOBE Index for October 2017. 

Figure 7 shows that none of any natural 
programming language is included in the top twenty 
popular programming languages. More detailed 
information maintained by TIOBE community on 
popular programming languages from 2002 to 2016 is 
shown in Figure 8.  

Popularity index of programming languages 
illustrated in Figure 8 shows that from 2002 to 2016 
none of any natural programming language is 
recognized as a popular language.  

 
Figure 8: TIOBE Programming Community Index [42]. 

5. DISCUSSION 

The use of natural language in computer 
programming has had a considerable impact on 
simplifying the programming. The majority of natural 
programming languages comprised of simple lexicons 
with obvious syntax and semantics. The concept of 
data types is somewhat present in natural language 
programming, yet the conventional data types of 
programming languages are almost unavailable in 
natural language programming. The absence of 
conventional data types in natural programming 
languages eases the programming, but would not help 
the students in learning conventional programming 
languages.  

The explicit declaration of variable is one of a 
central concept of elementary programming and 
thereby available in most of the classical programming 
languages including C, C++ and Java. This feature is 
almost unavailable in natural language programming 
and the absence of this feature obviously eases the 
pattern of programming and reduced the size of 
program code. However, the experience of working 
with implicitly declared variables in natural 
programming language is problematic for novice 
students of traditional programming language because 
these languages are based on the explicit declaration 
of variables.  

The concept of explicit delimitation is unavailable in 
natural programming languages, but extensively used 
in contemporary programming languages. So, working 
with natural programming languages provides no 
support for novice students in learning explicit 
delimitation of contemporary programming languages. 
Similarly, the pattern of selection structure and iteration 
structures of natural programming language is far 
different from classical programming languages and 
hence not very helpful for classical programming 
environments.  

The majority of natural programming languages 
does not support the generation of pure high-level code 
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from the input source program. So, it would very 
difficult to learn the high-level code of classical 
programming languages from natural programming 
code. More importantly, no feature is available in any 
natural programming language that would be helpful for 
their users transitioning to common languages of 
introductory programming environment.  

The implicit referencing, context dependency and 
compression are the pivotal traits of natural 
programming languages, and helpful in reducing 
redundancy, but absent in classical programming 
languages. In most of the introductory programming 
languages all the programming elements like variables, 
constants and functions are explicitly referenced 
whereas implicitly referenced in natural language 
programming. In the same way, syntax and semantic 
compressions are almost unavailable in high-level 
programming languages, but frequently used in natural 
language programming. So, anyone who is proficient in 
natural language programming should naturally face 
problems in learning elementary programming 
languages because these languages are based on 
implicit referencing with limited or no support of context 
dependency and compression. 

The design philosophy observed in natural 
language programming revealed that its’ sole objective 
is simplifying the intrinsic nature of programming and 
helping end users to develop programs without learning 
and understanding the fundamental concepts of 
programming. However, its different structure and 
pattern of programming makes it different from 
elementary programming languages and therefore it is 
not very helpful in introductory programming 
environments. 

6. CONCLUSION  

Programming learning is a meticulous task and 
naturally more complex for many students. 
Complicated syntax and semantic of programming 
languages and lack of previous knowledge are the 
contributing factors behind the intricacies of 
introductory programming courses. Natural 
programming language is one of the prominent 
systems that ease the programming by allowing simple, 
plain and understandable notation of a natural 
language. Use of natural language makes the 
programming simple for many users; however its 
general philosophy, programming style and supported 
features are far different from the conventional 
programming languages. Implicit referencing, context 

dependency, compression, implicit declaration of 
variables and delimitation are extensively exercised in 
natural language programming. These features 
manifestly improve the readability and ease the 
programming, but these features are almost absent in 
contemporary programming and therefore the notion of 
natural language programming is not very helpful for 
learning the fundamental of programming and topical 
languages are thereby not very supportive for the 
introductory programming environment.  
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